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Abstract
In this paper we build a bridge between feed-forward neural networks and delayed dynamical sys-
tems. As an initial demonstration, we capture the car-following behavior of a connected automated
vehicle that includes time delay by using both simulation data and experimental data. We construct
a delayed feed-forward neural network (DFNN) and introduce a training algorithm in order to learn
the delay. We demonstrate that this algorithm works well on the proposed structures.
Keywords: delayed feed-forward neural network, car-following, connected automated vehicle,
time delay system

1. Introduction

Neural networks are widely used when models are hard to obtain through first principles. However,
little effort has been made to incorporate time delays into such networks. This is in contrast with
the dynamical systems literature, where many models have been augmented with time delays and
it has been shown that even simple systems may exhibit rich dynamics Molnar et al. (2017); Orosz
et al. (2009). This suggests that adding time delays to neural networks of simple structure may
allow us to capture a large variety of behaviors. This may provide a viable alternative to increasing
the complexity of the networks (number of layers and number of neurons). Delays have been in-
corporated in neural network structures to improve the performance of neural convolution models
de Vries and Principe (1990) in applications such as word and speech recognition Tank and Hopfield
(1987); Lang et al. (1990). The delays in those networks are used for concentrating information in
time, while the structures and cost functions become relatively complicated. We consider neural
networks with delays from different perspectives: learning the delay explicitly from data, utilizing
simple network structures, and imposing a physics based model on the neural network.

As a first step we consider a simple delayed dynamical system and reformulate it as a delayed
feed-forward neural network (DFNN). Then, we establish a training algorithm that allows us to learn
the time delay in the network. As an example we consider the dynamics of a connected automated
vehicle (CAV) following a connected human-driven vehicle (CHV) Zhang and Orosz (2016); Ge
et al. (2018). In this case the longitudinal controller of the CAV is known and we have an estimate
of the time delay that arises from the powertrain and from the wireless communication between the
CAV and the CHV. We demonstrate that the DFNN reproduces the system dynamics when the delay
is selected appropriately and that our training algorithm converges. We remark that there has been
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Figure 1: (a) Car-following scenario considered in the paper; (b, c, d) Nonlinearities in the control
law of the CAV.

efforts in capturing and controlling car-following dynamics using neural networks Wu et al. (2017);
Panwai and Dia (2007); Wang et al. (2018); Wu and Work (2018) but, to the best of our knowledge,
our work is the first one that explicitly incorporates a trainable time delay in such systems.

The paper is constructed as follows. In Sec. 2 we describe the car-following dynamics and the
corresponding datasets. In Sec. 3 we construct two delayed feed-forward neural networks that are
equivalent to the physical system at the linear and nonlinear levels, respectively. Section 4 is devoted
to the delay searching algorithm while Sec. 5 summarizes the key results.

2. Car-following Dynamics and Data

In this section, we introduce the car-following scenario for which we demonstrate our methods. We
show the experimental data we use for training and describe a first principle model that can be used
to reproduce the data.

The experimental data is described in detail in Avedisov et al. (2018) where a connected au-
tomated vehicle (CAV) interacted with connected human-driven vehicles (CHVs) on a virtual ring.
By controlling the length of the virtual ring, the average spacing h∗ between vehicles was set, which
was related to traffic density. Here we only focus on the case where the CAV responds to a single
CHV immediately ahead, see Fig. 1 (a) with the velocities v, vL and the headway h indicated. We
have ten runs with different average spacing from h∗ = 5 m to h∗ = 50 m. The time is discretized
as tj = j∆t, with ∆t = 0.1 s. The length of the data in the ten runs varies between 99 s and 200 s.

The longitudinal dynamics can be modeled by

ḣ(t) = vL(t) − v(t),

v̇(t) = sat(u(t− τ)),
sat(u) =


amin u < amin,

u amin ≤ u ≤ amax,

amax u > amax,

(1)

where the dot represents the derivative with respect to time t. The acceleration was assigned by the
controller:

u(t) = α
(
V (h(t)) − v(t)

)
+ β

(
W (vL(t)) − v(t)

)
, (2)

V (h) =


0 h < hst,

κ(h− hst) hst ≤ h ≤ hgo,

vmax h > hgo,

W (vL) =

{
vL vL ≤ vmax,

vmax vL > vmax,

where α and β are control gains and the nonlinearites are shown in Fig. 1 (b,c,d). We con-
sider the parameters α = 0.4 s−1, β = 0.5 s−1, κ = 0.6 s−1, hst = 5 m, vmax = 30 m/s,
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Figure 2: (a) Velocity and (b) headway in three sets of data (h∗ = 45 m).

hgo = hst + vmax/κ = 55 m, amin = −7 m/s2, amax = 3 m/s2 which were used by the CAV’s
controller in the experiments, while τ ≈ 0.6 s is the approximate time delay associated with com-
munication and actuation through the powertrain.

Note that all nonlinearities in this model can be represented as the shifted and scaled counterpart
of the saturation function

f(s) =


−1 s < −1,

s −1 ≤ s ≤ 1,

1 s > 1.

(3)

When incorporating this as activation function into neural network, we hope to learn the car fol-
lowing behavior of the CAV. In order to understand the role of the nonlinearities in (2) we also
investigate an affine model where nonlinearities are neglected:

u(t) = α
(
κ(h(t) − hst) − v(t)

)
+ β

(
vL(t) − v(t)

)
. (4)

We use the velocity profile of the CHV and the initial condition of the CAV from real experimental
data to simulate (1, 2) and (1, 4). This way, we create two simulation datasets (each of them
containing 10 runs with different h∗). Thus, including the real experimental data itself, we have
three datasets prepared for training, validation and testing, which are depicted for the run h∗ = 45 m
in Fig. 2 (a,b). We test the networks and algorithms on the three datasets separately, using eight runs
for training, one for validation (h∗ = 25 m) and one for testing (h∗ = 35 m).

3. Delayed Feed-forward Neural Networks (DFNNs)

In this section, we build delayed feed-forward neural networks to capture the car-following behavior
of the CAV. We use the inputs h, vL and v for the DFNN to predict the acceleration â of the CAV.

3.1. Data processing

We first normalize the inputs and output to scale them approximately between −1 and 1. In partic-
ular we define:

h̃ = gh(h−h)−1, ṽL = gv(vL−v)−1, ṽ = gv(v−v)−1, ã = ga(a−a)−1, (5)

and denote the scaled predicted acceleration as ˆ̃a. The scaling factors are defined as gh = 2/(h−h),
gv = 2/(v−v), ga = 2/(a−a). We use h = 150 m, h = 0 m, v = 30 m/s, v = 0 m/s, a = 3 m/s2,
a = −7 m/s2 based on the features of the data and the saturation functions defined above.
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Figure 3: Structures of two DFNNs used in the paper: (a) no-hidden-layer DFNN; (b) one-hidden-
layer DFNN.

3.2. DFNN structures

We propose two simple neural networks with delay using the saturation function (3) as the activation
function; see Fig. 3. The simplified network with no hidden layer (panel (a)) and the one with one
hidden layer (panel (b)) correspond to (1, 4) and (1, 2), respectively.

Since the data is available in discrete time, we define the sampled quantities as yj = y(j∆t)
and yj−σ = y

(
(j − σ)∆t

)
, where the delay is τ = σ∆t. The no-hidden-layer DFNN is given by

sj = Wxj−σ + b, ˆ̃aj = f(sj), (6)

where the weights are collected by W = [w1, w2, w3] and b is a scalar bias. We can rewrite (6) as

â(t) =
1

ga
f

(
w1

(
gh

(
h(t− τ) − h

)
− 1

)
+ w2

(
gv

(
vL(t− τ) − v

)
− 1

)

+ w3

(
gv

(
v(t− τ) − v

)
− 1

)
+ b

)
+

1

ga
+ a,

(7)

which is equivalent to (1, 4) when v = 0, v = vmax, a = amin, and a = amax. Then we can interpret
the weights and bias of the DFNN as

α = −(w3 + w2)
gv
ga
, β = w2

gv
ga
, κ = − w1

w3 + w2

gh
gv
,

hst =
(
w1(ghh+ 1) + w2(gvv + 1) + w3(gvv + 1) − (gaa+ 1) − b

) 1

ghw1
.

(8)

Similarly, the formulas of the one-hidden-layer DFNN are written as

sj1 = W1x
j−σ
1 + b1, xj2 = F (sj1), sj2 = W2x

j
2 + b2, ˆ̃aj = f(sj2), (9)

where W1 = diag[w11, w12, w13], b1 = [b11, 0, 0]T , W2 = [w21, w22, w23], b2 = 0, and F (·) means
that f(·) is only applied on the first two neurons. Again by rewriting (9) akin to (1, 2), we obtain

â(t) =
1

ga
f

(
w21f

(
w11

(
gh
(
h(t− τ) − h

)
− 1
)

+ b11

)
+ w22f

(
w12

(
gv
(
vL(t− τ) − v

)
− 1
))

+ w23w13

(
gv

(
v(t− τ) − v

)
− 1

))
+

1

ga
+ a, (10)
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and the parameter equivalency is given by

α = −(w23w13 + w22w12)
gv
ga
, β = w22w12

gv
ga
, κ = − w21w11

w23w13 + w22w12

gh
gv
, (11)

hst =
(
w21w11(ghh+1)+w22w12(gvv+1)+w23w13(gvv+1)−(1+gaa)−b11w21

) 1

ghw21w11
.

3.3. Cost function and training algorithm for fixed delay

We use the mean square error between scaled training acceleration ã and scaled predicted accelera-
tion ˆ̃a as cost function, i.e,

Ẽ =
1

N − σ

N∑
j=σ+1

(ãj − ˆ̃aj)2, (12)

where N is the number of data points. To obtain a physically meaningful quantity we define
E =

√
Ẽ/ga that has the unit m/s2. The scaled error Ẽ is used for training and the error E is

used in the plots below. For a fixed delay, gradient descent can be used to train the weights and
biases in the network. Using the learning rate η, the weights and biases in iteration n + 1 can be
expressed as

Wi(n+ 1) = Wi(n) − η
∂Ẽ

∂Wi
(n), bi(n+ 1) = bi(n) − η

∂Ẽ

∂bi
(n). (13)

For the no-hidden-layer DFNN we have

∂Ẽ

∂W
=

N∑
j=σ+1

−2(ãj − ˆ̃aj)

N − σ

∂f(sj)

∂sj
∂sj

∂W
,

∂Ẽ

∂b
=

N∑
j=σ+1

−2(ãj − ˆ̃aj)

N − σ

∂f(sj)

∂sj
, (14)

while for the one-hidden-layer DFNN we obtain
∂Ẽ

∂W2
=

N∑
j=σ+1

−2(ãj − ˆ̃aj)

N − σ

∂f(sj2)

∂sj2

∂sj2
∂W2

,
∂Ẽ

∂b1
=

N∑
j=σ+1

−2(ãj − ˆ̃aj)

N − σ

∂f(sj2)

∂sj2
W2

∂F (sj1)

∂sj1

∂sj1
∂b1

,

∂Ẽ

∂W1
=

N∑
j=σ+1

−2(ãj − ˆ̃aj)

N − σ

∂f(sj2)

∂sj2
W2

∂F (sj1)

∂sj1

∂sj1
∂W1

, (15)

where we write 0 in the gradient if the corresponding weight or bias is fixed to 0, and we interpret
row and column vectors such that compatibility is kept with (13).

We stop the training process when the validation error starts to increase and we simulate the
car-following dynamics using the acceleration provided by trained network (using the initial states
and the CHV’s velocity from the testing data). We use the training error, equivalent parameters and
simulation results in acceleration, velocity and headway to evaluate the network performance.

3.4. Training results and error-delay relationship

We train the networks for various fixed delay values. For each delay, we train the network ten times
and plot the training error E at the end of the training process.

The corresponding errors are depicted as a function of the delay in Fig. 4 for the three different
sets of data and η = 0.1. Panel (a) shows the results for the no-hidden-layer DFNN. This network
is able to reproduce the behavior of the affine simulation data given by (1, 4) for τ = 0.6 s due to
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Figure 4: Error-delay relationships for: (a) no-hidden-layer DFNN; (b) one-hidden-layer DFNN.

Datasets τ
No-hidden-layer One-hidden-layer

E α β κ hst E α β κ hst

Affine 0 0.28 0.44 0.44 0.61 5.29 0.30 0.41 0.42 0.61 5.37
Simulation Data 0.6 0.03 0.39 0.50 0.60 4.98 0.04 0.39 0.50 0.60 4.98

Nominal 0 0.41 0.31 0.46 0.60 5.12 0.27 0.42 0.45 0.61 5.29
Simulation Data 0.6 0.30 0.24 0.51 0.59 4.53 0.03 0.39 0.50 0.60 4.98

Real 0 0.65 0.08 0.26 0.51 2.76 0.47 0.25 0.25 0.59 5.12
Experimental Data 0.8 0.50 0.09 0.34 0.48 0.40 0.29 0.23 0.34 0.57 4.45

Table 1: Training results of two DFNNs with different delays and data

the equivalency explained above; see blue diamonds. Once it is used for the nominal simulation
data given by (1, 2), the error increases due to the nonlinearities but the minimum is still at the
delay value used for the simulations; see green stars. In case of the real experimental data the trends
are still kept. However, the error further increases and the minimum occurs for higher delay; see
red circles. Panel (b) depicts the results for the one-hidden-layer DFNN. This network is able to
reproduce the affine simulation data as well as the nominal simulation data. However, the algorithm
may be trapped in local minima as shown by the symbols at the top of the panel. With the help
of embedding suitable nonlinearities, the network can also achieve better performance on the real
experimental data but local minima may still show up.

The equivalent parameters are shown in Table 1, comparing the case of the appropriately chosen
delay to the case of no delay. The delay does not affect κ much but affects α and β related to the
transient dynamics. Meanwhile, the structure affects α and β significantly. The no-hidden-layer
DFNN with appropriately chosen delay accurately captures the model parameters in case of the
affine simulation data, while the one-hidden-layer DFNN has higher parameter accuracy for the
nominal simulation data and real experimental data.

4. Delay-searching Algorithm

The algorithm presented in the previous section is clearly not scalable in the case of multiple delays.
This demands an algorithm that allows one to train the delays in the system.

4.1. Gradient descent method for delay-searching

Again we apply gradient decent method for all parameters that now also include the delay σ. We
can get the gradient information with respect to σ for the no-hidden-layer DFNN as
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∂Ẽ

∂σ
=

N∑
k=σ+1

∂Ẽ

∂ˆ̃ak
∂ˆ̃ak

∂sk
∂sk

∂xk−σ
∂xk−σ

∂σ
=

N∑
j=σ+1

−2(ãj − ˆ̃aj)

N − σ

∂f(sj)

∂sj
W (−ẋj−σ), (16)

and for the one-hidden-layer DFNN as
∂Ẽ

∂σ
=

N∑
j=σ+1

−2(ãj − ˆ̃aj)

N − σ

∂f(sj2)

∂sj2
W2

∂F (sj1)

∂sj1
W1(−ẋj−σ1 ), (17)

where ẋj−σ = xj−σ+1 − xj−σ. Note that σ is a positive integer, and thus, we use

σ(n+ 1) = max

(
round

(
σ(n) − ησ

∂Ẽ

∂σ
(n)

)
, 0

)
(18)

at each iteration, where the learning rate ησ is different from the one used for the weights and biases.
Note that the length of the data in each run is much longer than the delay, so we neglect the effect
of the normalizing term N−σ in the gradient. The delay-searching algorithm is summarized as
Algorithm 1.

Algorithm 1 Gradient descent with delay searching
Data: Training data and validation data
Result: Learn Wi, bi and σ from data
normalize data and get derivatives
set maximum iteration number, maxiter
initialize Wi(1), bi(1) (uniform distribution over [0, 1]) and σ(1) = 0
for n = 1,..., maxiter do

shift data, calculate training error Ẽtr(n) and validation error Ẽva(n)

if n > 100 and Ẽva(n− 100) ≤ Ẽva(n) then
break loop

else
get gradient information and update parameters Wi(n+ 1), bi(n+ 1) and σ(n+ 1)

end
end
let m = arg minn∈1,2,...,maxiter Ẽva(n), then Wi = Wi(m), bi = bi(m), σ = σ(m)

4.2. Implementation and results

To test the delay-searching algorithm, we train the two DFNNs on the three sets of data. The learning
rates in the training process are set as η = 0.1 and ησ = 2000. We show how the training error
decreases and how the delay changes with the number of iterations in Fig. 5 (a) and (b), respectively.
Observe that for each jump in the delay, the training error decreases discontinuously. Note that the
delay-searching algorithm is able to automatically find the delay value associated with the minimum
error in Fig. 4.

Finally, we evaluate the learning performance by simulating the equivalent dynamical system
given by the parameters of the trained network. We define the simulation error similarly to (12)

as Es =
√∑N

j=σ+1(a
j − âjs)2/(N − σ), where âs is the acceleration in the simulation. The sim-

ulation results for the testing data h∗ = 35 m are shown in Fig. 6. The no-hidden-layer DFNN
learns the correct delay for the two sets of simulation data, but it fails to capture the dynamics in
the first few seconds where the nonlinearities are activated in the nominal simulation data. The one-
hidden-layer DFNN learns the delay with minimum training error, and it also learns the behavior in
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Figure 5: Error in one-hidden-layer DFNN trained on real experimental dataset: (a) three errors as
a function of iteration; (b) the training error and the delay as a function of iteration.
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Figure 6: Simulation results for the trained DFNNs

the first few seconds in nominal simulation data due to the saturation functions in the hidden layer.
The one-hidden-layer DFNN achieves a much smaller the error when trained on experimental data,
though the error is larger compared to when it is trained on simulation data. This is likely related to
the unmodeled dynamics of the vehicle in (1).

5. Summary

We have built a connection between feed-forward neural networks and delayed dynamical systems
by developing equivalent delayed feed-forward neural networks (DFNNs). We have explained the
relationship between training error and delay during learning a car-following model. Based on this
relationship, we have proposed a delay-searching algorithm to learn the delay together with the other
parameters. We have presented training and simulation results to show successful implementations
of this algorithm on two different DFNNs using the car-following data of a connected automated
vehicle.

In the future, we will extend the algorithm to cases with multiple delays in larger neural network.
Finally we will explore delay searching in systems integrating physics based models with data driven
based models Cheng et al. (2019); Zhou et al. (2017); Shi et al. (2019). We will also investigate
recurrent neural networks (RNNs), which are suitable for sequential inputs with dynamics.
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